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ABSTRACT: As development and deployment of secure systems continue to grow at scale, there is an equal need to 

evaluate these systems for vulnerabilities and other problems. However, the process of evaluating these designs is 

complicated and mainly proprietary to the group performing the evaluation. Generally, one follows the generic risk 

equation of probability and impact. In addition, one should examine the costs related to the adversary and the defender 

of a system. Without accounting for all of these different aspects, one cannot expect to properly assess the security of a 

system model or design. This work presents a security model adversarial risk-based tool (SMART) for systems security 

design evaluation. Our tool reads in a systems security model an attack graph and collects the necessary information for 

the purpose of determining the best solution based on a calculated security risk represented as a monetary amount. The 

advantage of the tool is the level of automation provided in the evaluation of security attack trees while providing 

meaningful metrics that are effortless to compare. 
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I. INTRODUCTION 

 

Systems design evaluation is done from a series of different perspectives and angles – from the cost of a system to its 

effectiveness/coverage. As cybersecurity concerns grow there is an equally large need to calculate security risk (SR) for 

these same systems. There are a series of complications that can arise when determining SR for any network/system. 

The type of attack being performed against a model (e.g. shotgun, direct) determines the variations of attack vectors 

that a malicious individual may use. One of the largest, and more difficult, factors for establishing the SR of a design 

comes from ascertaining the capabilities and motivations of an attacker. This can influence how effective an attacker is 

at exploiting a given vulnerability within a design model. The last, and possibly the most difficult, value to verify is the 

costs of performing an attack. The most complicated aspect of this calculation is that the steps taken to exploit a 

vulnerability can greatly differ based on the attacker‟s skill, knowledge, insight, and “divine inspiration.” While there is 

some work that can be done to estimate these values, as shown in the work by Bayoumy [1], this also requires some 

knowledge on the subject for proper evaluation. Additional costs can come from the type of equipment used and the 

time spent in research, development, and execution. 

 

In an ideal situation, one would have a tool that is provided a design model and produces the corresponding SR for the 

model through analysis of the corresponding attack graph for the model. The design model should be able to be 

provided in any modeling language (e.g. AADL, UML, SysML). The tool should then extract an attack tree from the 

provided design. Next, the attack tree‟s common vulnerability exposures (CVE) and non-CVE vulnerability information 

should be collected. Lastly, it should produce the SR for the design based on the generated attack tree. A risk measure 

when expressed as a monetary value provides a method of comparison between models in a meaningful way. Moreover, 

this monetary risk value can be incorporated into an evaluation of a system‟s lifetime costs. However, due to limitations 

in automating the process, the desired flow of a SR tool would currently require a lot more user interaction. Given a 

certain system model, the user identifies any assets of concern and the values associated with them. From here the user 

will generate an attack tree manually for each of those assets. Assets could include data as well as access to services or 

physical devices. Attacks on these assets could be unauthorized access, denial of access/service, destruction of assets, 

etc. One could construct a taxonomy or classification of these assets and attacks, but that is beyond the scope of this 

article. The estimation/evaluation of value for any given asset, especially establishing security-based ones, has a 

fluctuating subjective weight to it. Additional complexity comes when including the basis of one‟s evaluation (e.g. 

industry, academia, financial institution, service provider, malicious actor). For example, unauthorized access to private 
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data may have different costs to a bank as compared to a hospital. The cost of performing these evaluations is extensive 

in both time and effort [2, 3], but even these costs carry a subjective element relative to a secluded market. 

 

Our developed security model adversarial risk-based tool (SMART) for systems security model and design evaluation 

handles the interpretation of an attack graph into a SR value. First, the tool reads in an attack graph where each root 

node is an asset of importance to the user. Each attack graph is then pulled apart to examine the assets, vulnerabilities, 

and elements. For any CVE-known vulnerabilities, the SMART tool looks up to the CVE information (CVSS v2 score) 

attached to the vulnerability. This is the value that is then scaled and used for the probability of success for an attacker 

to pull off an exploit. For other non-CVE vulnerabilities, the tool requests the probability information directly from the 

user. Finally, SMART calculates the SR value based on the collected information. One should notice that the majority 

of inputs to the model are cost-based and therefore leads the SR-value representing a monetary value (e.g. USD). At 

this final stage, a user can then compare different model designs in a meaningful and comparable manner. The notable 

advantage here is that unlike most security-oriented watermarks, SMART presents straightforward data whose meaning 

is accessible across a large audience. 

 

In prior work [4], we introduced a new meaningful security and risk-based metrics that take into account asset values 

for both attacking and defending parties. The mathematical model allows for the contrast and comparison of various 

system security designs and models. Since the equations are derived from a traditional risk equation, SMART is able to 

incorporate the monetary values and costs of elements into the final result. This model, described in further detail in 

„Calculating SR‟ section, acts as a starting point for the development of this article‟s adversarial risk-based tool 

described in „Attack Graph Security Risk Tool‟ section. The amalgamation of automation, known as security metrics, 

and user input presents an efficient and repeatable method for producing monetary security metrics for 

disparate/diversified model designs. The tool is demonstrated with an example in Section 4. 

 

II. RELATED WORK 

 

Building on a traditional risk model, work has been done by Armando and Compagna, Brucker et al., and Gonzalez et 

al. to examine the causes of risk as well as different ways to model these concerns [5–7]. Others have examined what 

works for modeling and understanding SR as well as means to improve current techniques [8] and [9]. Further SR 

research has been made into determining the best way to present risk factors [10, 11] to allow better comprehension and 

representation. Shameli-Sendi et al. [12] produced a taxonomy of risk assessment techniques for the purpose of better 

understanding risk assessment and for aiding in conducting proper risk assessment. Chockalingam et al. [13] 

conducted a systematic literature review to identify key characteristics and applications of safety and SR assessment. 

Kong et al. [14] pursued the development of a framework for presenting SR assessment of smart cars. Wangen et al. 

[15] surveyed various methods for information security risk assessment (ISRA) to determine the completeness of each 

as well as analyzing gaps in them. 

 

Bayoumy‟s work [1] illustrates the background research required in order to examine the DarkNet market place to 

determine the cost/price of ransomware. This type of information is paramount for estimating attacker costs. However, 

this data requires observations over economies and reflections of social interactions that are involved in the creation 

and distribution of ransomware. While not a perfect solution, this type of work allows for an improved assessment of 

adversarial-based values. Bernsmed et al. [16] generated a model for producing an arbitrary value for representing risk 

of an unwanted event. Unfortunately, this information is still difficult to compare to other systems of risk analysis but 

can be used relatively in conjunction with other values. While there is a large body of work in the area of SR 

assessment and evaluation, there is no current standard methodology of risk calculation. Our work moves to help 

solidify best practice for determining monetary value for adversarial risk-based evaluation of security system design 

and modeling. 

 

Attack graph security risk tool 

In an ideal case one would have an automated design of attack graphs, but for the sake of simplicity we simply go over 

the different aspects of the current developed SMART code, as well as exemplification of each piece examining a given 

attack graph. Normally one would create a separate attack graph for each asset of importance to the user. The “Asset of 

Importance” (AoI) is the key element or data that a user is interested in protecting from malicious access, alteration, or 

harm. When creating an attack graph for each asset, one should follow a few qualifiers. All other items in the attack 

graph are not seen as that graph‟s asset of importance. If an asset of importance exists within the “path” of another asset 
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of importance, then one should create a separate attack graph for that asset. When evaluating an attack tree with 

embedded assets it does not make sense to re-copy the attack trees since each asset would give you the value of the tree 

up to that time. Therefore, one would really only need to analyze the tree multiple times to determine the overall SR of 

the design model. The value to the attacker (e.g. „A‟-value) for all other nodes is seen as zero (0); which can be ignored 

for the sake of the calculation. The reason for this being that the malicious individual is solely interested in the asset of 

importance and not any of the other elements. 

 

A visualization of the SMART is shown in Fig. 1. Our developed tool (SMART) works in roughly the following three 

stages: 

1. The user produces either one or multiple attack graphs based on an original system design model that requires 

evaluation. The tool then reads in each user-supplied attack graph for a given systems security model. This provides a 

unified manner of presenting information so that various models can be presented to the same tool; delivering a level of 

automation. 

2. The tool then begins to collect the necessary information to account for defensive costs as well as adversarial-based 

risk factors. An Application Programming Interface (API)-based collection of CVE information for known 

vulnerabilities is referenced, as well as the collection of other non-CVE vulnerability information and element-specific 

variables from the user-maintained parameter database. The automated portion of this step adapts a well-known value 

(CVE) as a risk approximation while also taking in a known number of user-determined values (e.g. cost, personal 

value) which allows for a straightforward and repeatable process across multiple evaluation runs. 

3. Finally, SMART performs the calculation of SR for the provided model based on the collected information. The SR 

of each potential attack path is computed, followed by the aggregation of overall design‟s SR cost. This value is 

presented as a monetary amount (USD). On evaluating to a monetary value, this allows for the tool‟s output to be 

understood and easily compared by a wide audience. 

 

 
 

Figure 1: Illustration of flow graph for SMART. 
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Altogether, the tool not only accounts for all the necessary costs/values associated with the attack graph, but also takes 

into account each node and attack path for accurate calculation of the system security model‟s overall SR. SMART 

automates the process of evaluation while making it easier to understand and compare its output. While SMART is 

robust at a smaller scale, it is modular enough to easily adapt to examinations of larger and more complex spaces. In 

addition, one should note that the additional costs (e.g. attacker value, miscellaneous black-market costs, time) would 

need to be verified externally as this tool assumes that the values are acceptable to the user. Since these additional 

evaluations can be extremely personal/secretive, it is understandable why individuals/groups would not want to openly 

share this information. While these aspects are of great importance, their determination to the user is considered out of 

scope for this work. SMART allows for automation for evaluating a variety of designs for their SR in a widely 

recognized monetary value (USD). It also incorporates user-defined values that can be shared and altered between 

multiple designs. By presenting a flexible and reproducible manner of evaluating these models, our work helps to 

automate this assessment step in the larger design process. 

 

Attack graph 

Attack graph generation can be automated through tool-based interpretation of a provided system model. We build our 

attack generation on the AASPE attack graph tool for AADL models [17]. Development and evaluation of security 

models through the use of attack graphs have been delved into via a plethora manners and is still a relatively new field. 

Exploration of this space involves building on the previous and emerging techniques, methods, and processes for 

generating and interpreting SR/costs through the use of attack/defensive graphs [18, 19]. In these cases one must 

determine the most effective way to present elements, costs, impacts, and probabilities [20, 21]. In addition, one must 

determine how best to represent actions and values to attacking/defending parties. Evaluation of these aspects present 

further techniques to characterize economic value and worth of each. For our work we build upon the mathematical 

foundations we established in [4] and combine this with the previously discussed AASPE tool set‟s attack graph model 

as input to SMART. Use of the AADL attack graph model was chosen due to its simplicity and customization for user 

input. In addition, AADL allows for more visual development, ease of interaction with user tools, and ease of learning 

curve for new users. Therefore, this was a prime candidate for preparing an example attack graph to build SMART 

upon. For the purpose of this work, we use attack graph shown in Fig. 2 as an example. 

 

 
 

Figure 2: Example of an attack graph for the single firewall network architecture. 
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Figure 2 shows a subset of the attack graph for the single firewall architecture. Note that a full attack graph would be 

significantly more complex. Each node in the associated attack graph represents an escalated privilege enabled by a 

vulnerability designated on an incoming arc. Vulnerabilities can be extracted from the CVE database if the device is 

known, or from penetration testing. In our example graph, we show three attack vectors to a target privilege asset which 

is the internal database. On the left is a path that exploits a vulnerability that allows a specific firewall to be bypassed 

thereby enabling access to an SMB service on the web server that was supposed to be blocked. Once connected to the 

SMB server, the attacker can exploit a vulnerability in Samba that allows remote execution which can lead to reverse 

shell access to the web server. In this case, we assume that credentials to the database are written in cleat-text within the 

code, and the attacker can then connect to the database. Other possible vectors of attack are direct connection to the 

web server because of stolen SSH keys or direct connection to the database because of SQL injection in web server 

application code. Obviously, these three attack vectors are only a small subset of the possible attack paths to the 

database. 

 

The attack graph is represented as an XML tree with a “Root Node” with different levels of indentation for additional 

“subNodes” and corresponding vulnerabilities. Nesting of the vulnerability and subNode information can continue until 

such a point that the entirety of the asset‟s attack graph has been embodied. Within each node and vulnerability tag 

there are fields that contain the important information that SMART will use and interpret. These fields are “name” and 

“description.” Inside of the subNodes tag these fields are used to provide the name of each element in the attack path as 

well as a description of that component. When used in tandem with the vulnerabilities tag, the name field represents 

either the CVE associated with a known vulnerability or used as a label for a more general security concern (e.g. SQL 

injection). The description field is used to provide additional detailed information about the known vulnerability. Once 

the attack graph XML representation has been created, this model is fed into SMART to begin the automated collection 

of SR information. 

 

CVE API 

Our adversarial risk-based tool first will read the attack graph provided to begin determining which information is 

present within the graph, what data will need to be queried for, as well as any information that must be obtained from 

the user and/or parameter database. The aspect that will be examined in this Section relates to the collection of CVE 

data. As SMART reads each level of the XML attack graph, CVE information is collected and processed based on the 

shape and form of the various nodes and connecting edges. SMART makes use of the cve-search tool public search 

operated by CIRCL [22, 23]. Through this API, our tool collects the CVSS V2 information for any provided CVEs. 

This value functions as a representation of the probability of success for an attack upon that vulnerability. It should be 

noted that the reason that the CVSS V2 score is used is mainly due to the current API being used to collect the CVE 

information. It is also worth noting that there is concern around the use of CVSS scores. One such problem is the 

seemly arbitrary way that the V2 and V3 scores can differ so disparately for the same vulnerability. However, despite 

this concern of “stability” the core reason behind the use of these scores is that they represent an accepted scale across 

all the known CVEs. 

 

Calculating SR 

Once SMART has collected all the necessary information from the user, along with the necessary CVE CVSS score 

data, our tool moves to produce the appropriate SR value. The security model adversarial risk-based tool considers each 

node within the attack tree graph and examines the different attack and vulnerabilities of the node itself as well as the 

edges connecting to neighboring nodes. Contingent on the attack path(s) being examined, different forms of calculation 

are used to produce the overall SR of a provided model. These two types of computation are either a summation, or a 

product of the values present 

 

The more prevalent of the two is summation. The first level of summation performed is a representation of the 

aggregation of all contributing attack vectors toward the potential compromise of a specific system asset. This is shown 

by Equation (7). The second aggregating scenario is a final summation of all attack vectors P in an attack graph Gi for a 

particular asset p. Equation (2) shows this final form of the SR calculation done by SMART. To account for the effect 

of multiple potential exploits along the attack trees branches, we implement a product of values. The overall probability 

of success for any attack path along the graph model is calculated by taking the product of the probabilities of 

successfully exploiting each vulnerability edge. This relationship is exemplified by Equation (1), where v is a 

vulnerability edge on path P and  is the probability of successfully exploiting v. 
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Our SR model is summarized here, but further details on the model are available in [4]. We start with the traditional 

risk model as defined below: 

We modified the traditional risk model to represent the security risk, SR, as a combination of the probability of an 

attack (pa), probability of the attack succeeding (ps), and the impact of the attack  

 

The probability of an attack (pa) is defined as the chance that a given system, or element, is going to be targeted by an 

attacker‟s efforts. In other words, if the system is not of any interest to an attacker, i.e. pa = 0, the risk is 0. If the system 

is highly desirable to attackers, i.e. pa = 1, the risk is dependent completely on the probability of success (ps). ps is 

defined as the chance that an attacker‟s efforts will pay off positively for the attack, or negatively for the defending 

system. The probability of success is thus tied to the quality of the security defenses built into the system design. Later, 

we discuss a methodology to calculate ps based on an analysis of attack graphs. However, an initial approximation can 

be represented by the CVSS value discussed earlier. 

 

Now, we turn our attention to determining an appropriate value for pa. First, we introduce a new variable (A) which 

defines the value of an attack to an adversary. This is distinct from I, which is the impact of an attack on the defender. 

As an example, a credit card number has a current value on the dark web of a few dollars to an attacker. However, a 

defender may have impact on costs of hundreds of dollars due to lost reputation, credit monitoring fees, regulatory 

fines, etc. Similarly, different malicious individuals may also assign different values for A to assets under attack. For 

our purposes, we assume a single attacker model, but one could arrive at an aggregate A with weighted assignments due 

to various adversaries. We note that as the expected attack value, changes, so should the probability of an attack (pa). In 

other words, as the expected value of an attack increases, the likelihood of an attack will also increase. It is also worth 

noting that pa is influenced by the cost to attack (ca) a given system, in such a manner that if then pa = 0; otherwise, if 

then pa should grow from 0 to eventually 1. This is because pa should be zero until such a time that the expected value, ⁠, 

is greater than the cost to attack. Other than these broad guidelines, the exact relationship between the expected attack 

value and pa is not well defined and further study is needed to determine an accurate model. As a simple model, we 

suggest an exponential relationship as shown where α captures the sensitivity of pa to the expected attack value. 

Determination of appropriate values of α is dependent on the particulars of an attack scenario. On incorporating 

into Equation (4), the equation for determining SR becomes: 

 

 
 

Figure 3: Estimation of attack risk behavior. 

 

Thus, resents the aggregation of all contributing attack vectors toward the potential compromise of a specific system 

asset. This SR metric, essentially, represents the expected security cost of an element over a lifetime. The metric 

captures the level of system SR influenced by both the potential of attack as well as impacted loss. This means that the 

SR of a given solution is influenced by both the monetary value that an attacker places upon the presented system as 

well as what is required by the defender to recover from a successful attack. Using the resulting SR metric, a developer 

can tailor their design to better protect systems while also presenting a higher cost to an adversary willing to expend 
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resources. The SR value allows for the approximation of a monetary value of the security strength of any potential 

design solution. However, while the calculated metric does begin to influence implementation decisions, it still requires 

incorporation into the overall cost of acquisition, operation, and maintenance. 

 

User parameterization 

SMART does assume that there are certain pieces of information that must be provided by the user. The reason being 

that this level of data could be proprietary or unique to the scenario being examined. Examples of this type of 

information include: impact of compromised asset (I), value of an asset to an attacker (A), cost of attacking a given 

element (ca), cost of implementing/maintaining/operating a specific system component (ci/cm/co). In a scenario where 

SMART does not have all the data it requires, the tool requests any missing information from the user, or a user-

supplied parameter database. One should note that this does require the availability of a “security guru” who would 

have all necessary information on hand. This is seen as an acceptable assumption at this stage because without knowing 

at least an estimation of these values, we can assume that a SMART-level evaluation would not be occurring. As stated 

in „CVE API‟ section, depending on the relation of the various nodes and edges in the original attack graph, different 

equations are used to calculate the overall SR. These scenarios are further detailed in the following section. 

 

Design evaluation 

In review, the SMART tool currently requires that an individual manually create an attack graph representation of a 

model that includes all the necessary CVE and other vulnerability information. Once the XML design is ready, this 

attack graph representation is fed into SMART along with any costs associated with elements in the model as well as 

any probabilities of success for non-CVE vulnerabilities present. From this data our tool produces an overall SR as a 

monetary value that is associated with the asset of interest that can be compared in a meaningful way. It is through this 

final information that one can effectively see the difference in risk between one security model and any other differing 

design. 

 

For illustrating the use of SMART, we move to show how three different choices in design architecture can influence 

the overall risk of a system. To a simplified example, we focus on a defensive architecture choice that protects against 

the denial of service (DoS) attack. In this scenario we examine a simple database server being protected by a firewall, 

shown in Fig. 4. 

 

 
 

Figure 4: Example of an attack graph for the simple firewall network architecture. 
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The difference in design that will be examined is the inclusion and then removal of the DoS vulnerability from the 

firewall element through additional DoS detection. SMART is then run using the three differing attack graphs to 

produce each design‟s corresponding SR value. For the purpose of showing the effect of different element‟s security 

rating, we also include a model where the non-DoS vulnerability is addressed but the DoS vulnerability is not. This 

does mean we are only looking at a change in vulnerability at the leaf of one branch of the overall security model. It is 

worth noting that depending on where the increase/decrease of potential vulnerabilities exist, the overall design 

calculation will be affected differently. 

 

The main effect that one should notice here is that by implementing a firewall that can detect the presence of a DoS 

attack, one is able to nullify the associated risk of known DoS vulnerabilities. This, in turn, changes the overall 

probability of successful attack upon the security model, improving the overall risk to the system, and producing a 

lesser SR value. The results of this calculation are shown in Table 1. The contents of the table reflect the values for 

different paths/elements (e.g. “[]”) as well as the costs associated with the asset of importance (e.g. Database server), 

for Figs 4, 5, and 6. It should be noted the values for the asset A, paths ca, and asset I are scaled by 1000. 

 

 
 

Figure 5. 
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Figure 6. 

 

Table of values for calculating SR using Figs 4, 5, and 6. Each column is a different variation of the network 

architecture 

 

 

Graph 

paths ps 

Asset 

attack 

value 

(scaled 

USD) 

Graph 

paths ca (scaled 

USD) 

Asset 

impact 

(scaled 

USD) 

Graph 

paths ci (USD) 

Calculated 

SR (USD) 

Simple 

DoS 

[0.43, 

0.78] 

20 [8.0, 5.5] 11.7 [8000.0, 

10000.0] 

$101 845.55 

Simple 

DoS 

edit 

[0.78] 20 [5.5] 11.7 [8000.0, 

10000.0] 

$99 575.63 

Simple 

DoS 

fixed 

[0.43] 20 [8.0] 11.7 [8000.0, 

10000.0] 

92 719.93 
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The values for “Cost of Attack” (ca), “Cost of Initialization” (ci), “Impact” (I), and “Attacker Value” (A) were estimated 

for the purpose of this investigation. In an ideal case, this information would come from internal analysis of systems. To 

improve SMART, we developed a series of JSON-based parameter databases containing the “standardized” values for 

various assets, elements, and vulnerabilities. For the purpose of simplifying the calculations, and to show the use of the 

SMART tool, we use the same Cost of Operation (co) and Cost of Maintenance (cm) for all elements; $2450 and 

$70 000, respectively. This allows for a clearer example of how the tool‟s output is affected by the vulnerability and 

element details. 

 

As shown in Fig. 7, the effect of Impact (I) and Attack Value (A) can be seen on the overall SR. As one can see, 

the A value is not as important to the overall SR as the I value. It is also worth noticing that there is a “fold” that exists 

within the graph that indicates a sharper jump in overall SR cost. This fold is caused by the conditional related 

to ca in Equation (5). When the attack value, A, passes the threshold, the attack becomes more attractive and the SR 

increases. The main point to take away from Fig. 7 is that while the lion‟s share of risk comes from the potential 

loss/impact, there is a noticeable influence to risk based on the value of an asset to an attacker. The effect of increase in 

impact makes sense, since this aspect is treated as the basis of risk calculation, e.g. the greater the impact the greater the 

SR. What is interesting is to see how the increase in attack value influences a change to the overall SR value, due to the 

greater effort an attacker is willing to put into an attack. In other words, as the attacker places greater value (i.e. 

becomes more interested in a target/asset) the SR of the system increases. This is best illustrated in the figure where one 

can see a sharper increase in SR where the attack value is highest. 

 

 
 

Figure 7: Illustration of impact and attack value effect on SR. 
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III. CONCLUSION AND FUTURE WORK 

 

We have introduced SMART for systems security model and design evaluation. Our tool allows a user to generate an 

XML-based attack graph and feed this graph model into SMART to produce monetary metrics of SR that can be 

compared in a meaningful way. By building upon earlier techniques and mathematical relationships, we have managed 

to automate the comparison of system design models at a SR level. Through our work, we present an easily repeatable 

process for comparing and evaluating the SR of design models. This allows for a standardized way to obtain a 

monetary-based and comparable value. Incorporating this tool within a larger security design framework would allow 

for catching dangerous system/model configurations and implementations before such work could get to an 

implementation stage. 

 

Future work includes automating the generation of attack graphs based on the original design, improving collection and 

storage of values to allow easier interaction with the user of SMART, and incorporate pruning of the generated attack 

tree. Furthermore, effort needs to be put into the identification of potential vulnerabilities (both CVE and non-CVE) 

based on specific attack graph elements. In this manner, the tool will be able to better determine “default” values for 

these vulnerabilities, costs, impacts, and attacker values. 
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